Abstract—Although every educational institution has a code of academic honesty, they still encounter incidents of plagiarism. These are difficult and time-consuming to detect and deal with. This paper explores the use of personalized assessments with the goal of reducing incidents of plagiarism, proposing a personalized assessment software framework through which each student receives a unique problem set. The framework not only autogenerates the problem set but also auto-marks the solutions when submitted. The experience of using this framework is discussed, from the perspective of both students and staff, particularly with respect to its ability to mitigate plagiarism. A comparison of personalized and traditional assignments in the same class confirms that the former had far fewer observed plagiarism incidents. Although personalized assessment may not be cost-effective in all courses (such as language courses), it still can be effective in areas such as mathematics, engineering, science, and computing. The paper concludes that personalized assessment is a promising approach to counter plagiarism.
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I. INTRODUCTION

Large classes require innovative approaches to both teaching and learning. One issue in large classes is plagiarism. Almost every academic institution has a code of honour and enforces some disciplinary action when that code is violated, but nevertheless plagiarism is still a problem to be dealt with.

This paper examines the effectiveness of using personalized assignments to counter plagiarism. To be useful in practice, automation is essential; assignments need to be automatically generated, and the submitted solutions to the assignments need to be auto-marked. Without auto-generation and auto-marking, personalized assignments entail a large amount of manual work.

The literature includes papers that deal with personalized assignments, but most of these focus on tailoring the assignments to help progressive learning – they do not look at personalization from the plagiarism perspective. This paper addresses this gap, posing the following interrelated research questions on personalized assignments to mitigate plagiarism:

1) Architecture: is there a reasonably generic software architecture that can facilitate personalized assignments to mitigate plagiarism?

2) Plagiarism mitigation: can personalization help mitigate plagiarism?

3) Effectiveness: under what circumstances are personalized assignments effective?

These questions have been partially answered in some related work [1], [2], [3]. The work described in this paper is built upon those studies to provide (a) a more generic programmable software architecture, and (b) a detailed study of the effect of personalization on plagiarism mitigation supported by empirical results. This was done by building a software framework that enables automated generation of personalized assignments and automated marking of submitted solutions. The goal was that each student would receive a unique assignment, different to any other student’s assignment, that would necessitate a unique solution. Simply copying a solution from another student would therefore serve no purpose. This framework was evaluated in large classes; the results of this are presented here.

The rest of this paper is organized as follows: Section II discusses automated assessments and plagiarism, drawing from related work. Section III presents the design of a service-oriented software framework to distribute personalized assignments, and compares the proposed framework to two other existing frameworks. Section IV evaluates the framework in the light of its ability to mitigate plagiarism from the perspective of students and staff who used the system. Section V shares the experience of using the system, and its advantages and disadvantages. The final section summarizes and concludes the paper.

II. BACKGROUND AND RELATED WORK

A. Automated Assessments

One of the time-consuming aspect of teaching large classes is how assessments are delivered and graded [4]. The efficiency of assessments and their associated feedback can be increased through automation, helping instructors as well as students. From an instructor’s perspective, automation helps in handling large classes, requiring substantially less manual processes than traditional methods [5]. From a student’s perspective, automation delivers the results of the assessment and feedback fast. In addition, depending on the level of sophistication, automation can help identify the areas where the student is weak, and strengthen those areas through personalized and targeted assessment [5], [6], [7]. Almost all of the automated assessments are delivered online, allowing the students to work from anywhere [1], [2], [8].

Components of an automated assessment include:
a) Generation of assignments: Assignments can be “static” – in the sense that every student gets the same assignment – or they can be dynamically generated. For example, Problets [2] and OASIS [1] dynamically generate course work from a large database of questions. Problets is used for generating programming exercises while OASIS is used for generating quizzes. Both systems use parameterized exercises so that repeated attempts generate different (pseudo-random) values for the parameters.

b) Personalization of assignments: This is technically a part of dynamic assignment generation, where student-specific details are used in the generation process. Personalization is valuable for students with special needs. These systems can adapt to the student's needs, generating progressively harder problems as the student progresses with her learning. For example, Li and Chen [9] outline a web-based personalized framework where decision trees are used to select exercises at the right level of difficulty for the target student. Similarly, Zare [6] presents a personalized system for mobile learning.

c) Assignment dropbox: Traditionally, students drop paper copies of the assignment solutions into boxes. Most automated systems have an electronic drop-off system that accepts electronic submissions, and issue a receipt when the submission is successful. Some can accept multiple submissions until the due date. Some allow rules to be specified for the submission (such as file types and file names). See Voce [10] for a discussion on online submission systems and policies around these systems.

d) Automated marking: Automated marking is not only cost-effective for the instructors, but also provides quick feedback to the students. With automated marking in place, automated assignment generation can be used to produce practice assignments prior to distributing graded assignments. OASIS [1] and CodeRunner [8] are examples of systems that provide automated marking. CodeRunner [8], for instance, is specifically targeted for programming assignments where small sections of code are written by students. Its marking automation is based on test cases for the code, and the instructor adds several test cases; when a test case passes, the student receives the marks allocated for this test case.

e) Mark distribution: The marking process provides a mark as well as feedback on each student’s submission. The marks and feedback are given instantaneously in a number of systems (as long as the systems are configured so). The results are typically published on the educational institution’s learning management system, and often students are emailed their results.

B. Plagiarism

Another time-consuming aspect of large classes is detecting and dealing with plagiarism. Almost all academic institutions have a code of academic honesty [11], [12], [13], but it is estimated that about 70% of students admit to some cheating [12]. Lang [14] argues that some of the factors that induce plagiarism come from the learning environment itself, with there being a high possibility that the following environments may encourage plagiarism:

- performance-oriented environments,
- environments where motivation is not intrinsic, and
- environments that use high-value infrequent assessments rather than low-value frequent assessments.

Detecting plagiarism is an active area of research and a profitable area of commercialization [15], [16], [17], [18], [19], [20], [21]. Plagiarism detection tools should be robust enough to mitigate potential cheating of the tools themselves [22].

While there are a number of innovative techniques to speed up the detection of possible plagiarism, dealing with detected plagiarism cases is still time consuming. When possible plagiarism is signalled, instructors need to conduct interviews (occasionally multiple interviews), gather evidence, and fill out administrative forms. Dealing with plagiarism is therefore an expensive affair. Assuming around two hours of interviews and evidence gathering per student, and assuming that 10% of a large class of, say, 400 students were caught cheating, an instructor may have to spend about 80 hours overall in dealing with plagiarism.

Some academic institutions, such as the University of Virginia, delegate the authority to try identified plagiarism cases to a student body [23]. However, in many other institutions, staff run the disciplinary committees that try plagiarism cases. Either way, these trials take a lot of time, and are not normally run by people with a legal background to judge the case.

Another, seemingly more efficient, approach to countering plagiarism is to reduce the factors that induce it [24], [25]. Carpenter et. al. [26] obtained, through student surveys, students’ perspective of reducing plagiarism. They point out that fair assessments, academic care, open-book tests, and group work encourage students not to cheat. Born [3] lists further strategies to minimize plagiarism, including personalized assessments. It is this strategy of exploiting personalized assignments that this paper explores through the construction and use of a software framework that supports the strategy.

III. SOFTWARE FRAMEWORK

This section discusses the development of a software framework based on Born’s [3] observation: personalization minimizes plagiarism. The section first reviews Problets [2] and OASIS [1], two related frameworks, and argues for a more generic personalized system. Problets is used in introductory programming courses while OASIS is used for delivering quizzes.

In Problets [2], programming exercises are chosen from a large database of templated questions. The templates allow randomizing components such as variable names, function names, types and constant values of a program fragment. Fig. 1 shows a short example of a template, and a program generated from this template. The exercises are based on such generated programs and may question the observable characteristics of a program (such as its output).

A similar approach is taken by OASIS [1] where questions are chosen from a large database. The questions are parameterized so that at the time of the delivery of the question, these parameters are replaced with appropriate pseudo-random values. Fig. 2 illustrates a sample question in which the resistance values R1, R2, and R3 are pseudo-randomly generated.
Fig. 1. A sample ProBlet template and a corresponding C program

Fig. 2. A sample OASIS question

Both ProBlets and OASIS use parameterized exercises so that repeated attempts would generate different (pseudo-random) values for the parameters. Such randomization would ensure that no student would get the same exercise, making it impossible to blindly copy answers.

The software framework described in this section takes this a step further. Each assignment is programmatically generated and thus the assignments can be as complex as required. This allows the framework to be used in higher-level classes as well as introductory classes. The framework uses the student’s identity to generate problem sets, allowing a problem set to be, if required, idempotent – that is, repeated attempts by the same student would generate the same problem set.

The remainder of this section describes the design of this framework, including the rationale for some of the design choices.

A. Service-Oriented Architecture

Generation and distribution of assignments can naturally be thought of as a service. Consequently, the design of assignment generation and distribution follows a service-oriented architecture (SOA) [27]. A service-oriented architecture is defined as a “set of components which can be invoked, and whose interface descriptions can be published and discovered” [28]. The service interface defines the operations of the service as well as the object types and formats used in conjunction with these operations [29], [30].

B. Service Operations

The service needs to have two roles: a student role and a staff role. A student will be able to obtain assignments and their corresponding answer sheets. Staff should be able to obtain, for a given student, a copy of the student’s assignment and the answer sheet pre-filled with the correct answers, and be able to grade a student’s submission.

The assignment service therefore needs the following student-facing service operations:

1) Generate a named assignment, and
2) Generate an answer sheet for a named assignment.

It also needs the following staff-facing operations:

1) Generate a named assignment for a given student,
2) Generate the answer sheet for a named assignment for a given student, and
3) Grade a given student’s submission.

The reason staff require copies of a student’s assignment and answer sheet is to offer help when required. It may also be desirable for the staff’s copies of the assignment and answer sheet to be annotated with answers.

Additionally, it is important to have a staff-facing service operation that bulk-grades students’ submissions and gives them their results. This bulk-grading service operation can provide just the mark, or along with the mark give details such as correct answers and feedback. The former is useful for giving students provisional marks, while the latter is useful for the final marks. Provisional (non-final, in that these do not count toward the final grade) marks are discussed further in Section IV.

Final results also need to be exported in a format that can be imported into the educational institution’s learning management system.

C. Assignment Personalization and Sign-on

In order to personalize the assignments, a student needs to identify herself before using the service. This is typically achieved by using a sign-on system, such as the Shibboleth single-sign-on framework [31]. Once signed on, the student’s identity can be transparently picked up and used by the assignment service for personalization. In addition, the sign-on mechanism allows identification of roles (e.g., student or staff).

D. Plugin-Enabled Architecture

One of the important considerations of a generic assignment generation service is customization. Staff should be able to write their own assignment and provide a grading scheme for it. This is achieved in the system by using plugins [32].

Each assignment is an abstract entity with the following contracts:

1) Can generate the assignment specification
2) Can generate an answer sheet
3) Can grade a submission

Staff need to write their own concrete assignments conforming to the above set of contracts. These concrete entities extend (or derive from) the abstract assignment entity and implement the contracts. Note that the development of the assignment requires some programming knowledge, and in the domain
of computational and mathematical sciences and engineering, this is not seen to be an issue.

Once developed, the concrete assignments are optionally peer-reviewed (including functionality and security reviews) and deployed to a plugin location within the service. The service dynamically loads these assignments from the plugin location on demand. The service framework therefore does not change as new assignments are developed and deployed.

Assignment: Cryptanalysis
The first part of this assignment familiarizes you with Cryptanalysis by requiring you to decrypt a simple cipher. In the second part, you will decrypt a little more advanced cipher.

Part 1. What is shown below is an intercepted cipher text. What is the plain text corresponding to this, if the encryption is based on a Caesar cipher? [3 marks]
Kbdl hsbccfe b mnjof gsp cbmbodf, evdiffe bt uif nbjotbjm kfsife upxbse ijn, uifo dpoujovfe ijt tupsz, ibsemz njttjoh b cfbu.

Part 2
In this part, we have another intercepted communication. However, this time, it is thought that the communication is encrypted using the Vigen`ere cipher. What is shown below is the intercepted cipher text. We observe that the characters of the English alphabet are encrypted, and other characters are left alone.
Cjg mev rgd cvem cxjro djg meqvkzb evn ufvmvn fdzusnk jyb dq eze. Vvgs rwrai1 kpp hsdof fjaibf fci jyy icizo Cdvfmvm nxwyf eooe zps jyb yxqm xpo darwxbkf. [...]  
2a. What is the length of the Vigen`ere cipher’s key? Provide the smallest possible numeric value. [3 marks]

2b. What is the plain text corresponding to the cipher text? [4 marks]

Assignment: HTTP Authentication
This assignment aims to familiarize you with some aspects of HTTP’s Basic and Digest authentication mechanisms.

Part 1. In this part, you will be working with HTTP’s Basic authentication. A man-in-the-middle attack found the following HTTP Authorization header in transit.
Authorization: Basic YXBBzbplcGJz
1a. What is the user name as seen in the above Authorization header? [1 mark]
1b. And, what is the password seen in this Authorization header? [1 mark]

Part 2. In this part, you will be working with HTTP’s Digest authentication. Assume that accessing a resource “/CS/Home.png” on a web server results in the following (partial) response.
HTTP/1.1 401 Unauthorized
WWW-Authenticate: Digest realm="Mordor", nonce="03e2abba924e966beee59d41cef32851", opaque="4043168947418128"
2a. Assuming that the user name is 6177077 and the password is 7707716, the HTTP Authorization header line sent by the client (e.g., browser) following the above notification for authentication will be of the following form.
Authorization: Digest username="6177077", response="", realm="Mordor", nonce="03e2abba924e966beee59d41cef32851", uri="/CS/Home.png", opaque="4043168947418128"
What should be the value of the “response” field which currently is empty? Please do NOT include the quotation marks (i.e., “) in your answer. You must use lowercase hexadecimal digits in your answer, if applicable. [2 marks]
2b. In order to safeguard against server compromises, the server stores a hash value that includes the password (and other things) and uses this hash value for authentication. In this particular example here, what is the hash value you expect the server to keep in its repository? You must use lowercase hexadecimal digits in your answer, if applicable. [2 marks]
2c. A man-in-the-middle attack found the following HTTP Authorization header in transit.
Authorization: Digest username="6177077", response="624d3e05b6c345ff27028cf3f65a6966", realm="Mordor", nonce="03e2abba924e966beee59d41cef32851", opaque="4043168947418128"
What is the password that gives rise to the above HTTP Authorization header? The password is thought to be a common dictionary word. [3 marks]
Assignment: Steganography

In this assignment, you are required to extract the text message hidden in this image. The LSB (least-significant bit) of each colour component (R, G, and B) of the pixels of the image potentially contains a bit of the message. The task is to pick these bits to form the hidden message.

The text message hidden in the image employs the Pascal-format. It uses a 32-bit integer to keep the length of the text, and then uses as many bytes as specified by the length to keep the characters of the hidden text.

The message is hidden using LSB Steganography and the pixels for hiding the message are chosen sequentially from Pixel (0,0). The pixels are accessed in a row-major fashion (i.e. accessed row by row rather than column by column).

You will need to first extract the 32 bits that tell the length of the text, and once this is known, you extract the other $8N$ bits where $N$ is the text length previously extracted. You then assemble those $8N$ bits into $N$ bytes to form the text message.

Once you have extracted the message, please write it down in the answer sheet.

Fig. 5. A sample assignment on Steganography [34] that uses a personalized binary image. The hyperlink points to the image.

An assignment will need to be of the form $y = f(x_1, x_2, \ldots, x_n)$ where $x_1, x_2,$ etc. represent data that can be pseudo-randomly generated or gathered. For instance, instead of asking a static question “what is the XOR of 0xBE and 0xEF”, a dynamic personalized variant such as “what is the XOR of $x_1$ and $x_2$” can be asked where the values of $x_1$ and $x_2$ are auto-generated based on the student ID and filled in by the underlying framework. Clearly, this does not cover all possible forms of an assignment, and this limitation and its applicability are discussed later in Section V-C.

IV. Evaluation

This section evaluates the software framework and its use aligned with the research questions posed in Section I and based on the field use of the framework.

A. Architecture

In comparison with Problets [2] and OASIS [1], the software framework presented in this paper is highly programmable, which allows for more sophisticated assignments than that is possible with parameter-based randomization. For instance, consider the Steganography [34] assignment in Fig. 5. The image linked to in this assignment requires:

1) pseudo-randomly selecting, based on a student’s ID, an image from a database of images,
2) pseudo-randomly selecting, based on a student’s ID, a text message from a database of texts, and
3) using a Steganography algorithm (such as LSB replacement [34]) to embed the selected text message into the selected image.

Such a process cannot be achieved by simple parameter-based randomization and requires a reasonable amount of programming (especially for step (3) above).

Instructors have the ability to make the assignments as complex and varied as they want, aided by the programmability the framework offers. The generic programmability allows the framework to be used in various courses at higher levels. The downside, however, is that the programming effort increases with the complexity of the assignment.

The development and use of the three frameworks, Problets, OASIS, and the one described here, answer in the positive the first research question as to whether a reasonably generic architecture can facilitate personalized assignments.

B. Plagiarism Mitigation

The personalization approach – essentially delivering a different exercise to every student – helps reduce plagiarism: each student gets an assignment or quiz that is different to that of any other student in the class, and thus blindly copying another student’s solution is unlikely to earn marks. The documentation on Problets makes a similar observation. This section provides further empirical evidence to support this answer, using the experience from in-class trials and surveys.

The personalized assessment system was first tested in a large second-year class on “Computer Communications”, whose enrolment was a little over 360 students. Traditionally, the practical assessment in the class consisted of three manually-marked assignments. One of these was retained, but the other two were replaced with seven smaller automated personalized assignments (three of these are shown in Figs. 3 to 5) which were delivered more frequently and carried fewer marks compared to the manually-marked large assignment. This follows from the earlier note on Lang [14]’s observation: low-value frequent assessments tend to reduce plagiarism.

A correlation check between the traditional manually-marked assignment and the automated personalized assignments show that both types of assessments are positively correlated, with the correlation coefficient being 0.87.

In order to evaluate the effect of personalization on plagiarism, an online survey was conducted of the whole class (of a little over 360 students). The response rate was around 38%.

<table>
<thead>
<tr>
<th>Question</th>
<th>SD (%)</th>
<th>D (%)</th>
<th>N (%)</th>
<th>A (%)</th>
<th>SA (%)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Personalization encouraged me to work independently</td>
<td>0</td>
<td>4.6</td>
<td>22.7</td>
<td>34.1</td>
<td>38.6</td>
</tr>
<tr>
<td>It would be a good idea to have personalized assignments in other courses</td>
<td>0</td>
<td>4.6</td>
<td>27.3</td>
<td>22.7</td>
<td>45.5</td>
</tr>
<tr>
<td>Overall, I like the idea of personalized assignments</td>
<td>0</td>
<td>2.3</td>
<td>31.8</td>
<td>20.5</td>
<td>45.5</td>
</tr>
</tbody>
</table>

The summary of the survey results for assignment personalization is listed in Table I. The results show that a large proportion of the participants are in favour of personalized assignments, and over 70% agree that personalized assignments...
encouraged them to work independently. The free-format text feedback from some of those students who remained neutral or disagreed indicated that these students work independently irrespective of whether an assignment is personalized or not.

The survey was repeated the following year in the same course, now with around 370 students. Three new questions were in this new survey, one explicitly asking the students their view on reducing the level of cheating using personalization. One of the questions also asked about their view on low-value, frequent assignments. Table II summarizes the results of the survey where the response rate was around 41%.

<table>
<thead>
<tr>
<th>Question</th>
<th>SD (%)</th>
<th>D (%)</th>
<th>N (%)</th>
<th>A (%)</th>
<th>SA (%)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Personalization encouraged me to work independently</td>
<td>0</td>
<td>0</td>
<td>20.3</td>
<td>40.6</td>
<td>39.1</td>
</tr>
<tr>
<td>Personalized assignments ensure everyone needs to work equally hard to achieve good scores</td>
<td>1.4</td>
<td>2.9</td>
<td>23.2</td>
<td>42.3</td>
<td>30.4</td>
</tr>
<tr>
<td>Personalized assignments reduce the incidents of plagiarism and the level of cheating</td>
<td>0</td>
<td>5.8</td>
<td>15.9</td>
<td>33.3</td>
<td>43.4</td>
</tr>
<tr>
<td>I prefer low-value, high-frequency assignments to high-value, low-frequency assignments</td>
<td>0</td>
<td>7.3</td>
<td>17.4</td>
<td>29</td>
<td>46.4</td>
</tr>
<tr>
<td>It would be a good idea to have personalized assignments in other courses</td>
<td>0</td>
<td>2.9</td>
<td>23.2</td>
<td>36.2</td>
<td>37.7</td>
</tr>
<tr>
<td>Overall, I like the idea of personalized assignments</td>
<td>0</td>
<td>3</td>
<td>22.7</td>
<td>34.8</td>
<td>39.4</td>
</tr>
</tbody>
</table>

The results of the second survey are quite similar to the first survey, with a clear majority of the students stating that personalization encouraged them to work independently. Over 75% of the students thought personalization reduces the incidents of plagiarism and the level of cheating.

In addition, this second survey included four questions related to student-observed plagiarism. The first question was “With respect to these personalized assignments, do you know of instances where someone violated the academic honesty policy? For example, do you know of someone who solved the assignment of someone else; or someone who supplied their own code/program/app to solve the assignment?”. To those who answered yes, there was a follow-on question: “If you answered yes to the above question, how many different such incidents do you know of (only with respect to the personalized assignments)”. Similarly there was another yes/no question for the standard (i.e., non-personalized) assignment asking if the students knew of plagiarism incidents, and a follow-on question (for those who answered yes) asking about the number of incidents they knew of. Some 20.2% of the students said they knew of plagiarism cases with personalized assignments; 36.8% of the students said they knew of plagiarism incidents with the standard assignment.

Table III shows the incident counts the students reported in the survey. The survey responses indicate that the students observed more plagiarism incidents in the case of the standard assignment.

<table>
<thead>
<tr>
<th>Incidents</th>
<th>Personalized assignments (%)</th>
<th>Standard assignment (%)</th>
</tr>
</thead>
<tbody>
<tr>
<td>1–4</td>
<td>85.7</td>
<td>23.7</td>
</tr>
<tr>
<td>5–10</td>
<td>14.3</td>
<td>14.1</td>
</tr>
<tr>
<td>11–20</td>
<td>0</td>
<td>22.5</td>
</tr>
<tr>
<td>21–40</td>
<td>0</td>
<td>39.7</td>
</tr>
<tr>
<td>41–100</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>more than 10</td>
<td>0</td>
<td>0</td>
</tr>
</tbody>
</table>

There were three cases of confirmed plagiarism incidents relating to the seven personalized assignments. Here, students had anonymously posted their assignment questions to online forums, seeking answers¹.

The single standard assignment, on the other hand, had 28 cases of confirmed plagiarism incidents.

The system was also used in a large third-year computer science class with just over 310 students. This class traditionally had two large programming assignments. One of the programming assignments was replaced with a set of small personalized assignments on software penetration testing. The corresponding large assignment in the previous year had over 10% of detected plagiarism cases (using MOSS [19]). The personalized assignments were guaranteed to have unique answers for each student, so by definition, there is no MOSS-detectable plagiarism. While this is not a direct comparison, it shows that changing the assessment approach can reduce cases of plagiarism, and personalization is a promising approach to this end.

C. Effectiveness

Personalization will not be effective without using an automated marking facility. Since every student’s assignment is different, manually marking the assignments would be prohibitively expensive. The software framework therefore incorporates an auto-marker.

Table IV shows a summary of survey results on this auto-marker. The survey questions were administered alongside the survey reported in Table I and use the same student base.

<table>
<thead>
<tr>
<th>Question</th>
<th>SD (%)</th>
<th>D (%)</th>
<th>N (%)</th>
<th>A (%)</th>
<th>SA (%)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Provisional marks from the Auto-marker were useful to check my answers</td>
<td>9.1</td>
<td>2.3</td>
<td>13.6</td>
<td>29.6</td>
<td>45.5</td>
</tr>
<tr>
<td>The format of the feedback generated by the Auto-marker was acceptable</td>
<td>15.9</td>
<td>9.1</td>
<td>18.2</td>
<td>31.8</td>
<td>25</td>
</tr>
</tbody>
</table>

One of the issues with auto-marking is that the answer format required can be quite stringent. One approach to

¹Given that the assignments were unique, it was easy to find and track the offenders.
manage this is to have low-value assignments and have small sub-questions in each assignment where the expected format of the answer is well-specified. In this case, if a student makes a simple careless formatting error in the answer to one of these questions, the effect on the overall mark is likely to be quite small. Besides, distributing provisional marks allows the students to correct formatting errors.

Provisional (non-final) marks are just numeric mark values and do not include the correct answers or any other feedback. They help students to correct not only their logical errors but also formatting errors and re-submit their solutions. The survey shows that the students appreciated having provisional marks. Provisional marks were only provided once, so that the students cannot repeatedly use the facility as an oracle to arrive at solutions. The final marks included correct answers as well as some feedback. The survey shows that a number of students would like to see the format of the final marks and the feedback improved.

Personalization can only be effective for assignments that can be formulated as a function of some data that can be pseudo-randomly generated or chosen. Many science and engineering courses have learning outcomes that fit this paradigm. However, there needs to be substantial time invested in finding how these learning outcomes can be translated into testable assignments.

To this end, feedback on the effectiveness of the system was sought from six Science faculty staff who reviewed and used the system. Results of a short (non-anonymous) feedback from these six staff are shown in Table V. The numbers in the table are respondent counts for a given rating.

<table>
<thead>
<tr>
<th>Question/Rating</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>Average rating</th>
</tr>
</thead>
<tbody>
<tr>
<td>Ease of use</td>
<td></td>
<td>2</td>
<td>2</td>
<td>2</td>
<td></td>
<td>4.0</td>
</tr>
<tr>
<td>Time/cost saving (compared to traditional assignments)</td>
<td></td>
<td>2</td>
<td>1</td>
<td>3</td>
<td></td>
<td>4.2</td>
</tr>
<tr>
<td>Ability to reduce plagiarism incidents</td>
<td>6</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>5.0</td>
</tr>
<tr>
<td>Overall usefulness</td>
<td>1</td>
<td>5</td>
<td></td>
<td></td>
<td></td>
<td>4.8</td>
</tr>
</tbody>
</table>

Overall, the staff were positive about using the system. Ease of use scored the lowest average rating, mainly due to the programming effort required to set up an assignment. Staff felt that they needed two to seven days to create an assignment, with the average of around five days. Most of this time is spent on planning and preparation required to re-shape traditional assignments. Yet the staff appreciated such efforts were one-time only, for the assignments can be re-used for a while. They also noted that it was more productive to spend time developing personalized assignments than to spend time dealing with a large number of plagiarism incidents.

So far, five courses have successfully used the system, two in the second year and three in the third year, in computer science and engineering areas.

V. DISCUSSION

This section covers a number of discussion points that arose from the experience using the personalized assessment framework within a large class.

A. Architecture

The personalized assignment framework requires instructors to write some code. In mathematics, science, and engineering, where the framework finds the most applicability, this is not seen as a limiting factor. The framework currently provides a library of common tasks related to assignment generation so as to minimize the amount of code an instructor needs to write. In addition, the assignments themselves become libraries in some sense, because they can be re-used time and again.

B. Plagiarism Mitigation

The assignments are generated programmatically, and the students could equally write programs to solve the assignments and share the programs even though any such sharing is explicitly prohibited under the honour code.

The value of writing programs to solve most of these assignments is very low, since most of these assignments are solvable much more quickly by hand and/or using online tools. For example, there are online tools to solve the Cryptanalysis questions depicted in Fig. 3, as well as the HTTP authentication questions depicted in Fig. 4. The learning objectives of the assignments were to use manual methods and online tools to understand the solution process. This was made clear to the students. Each assignment was only worth 2% of the overall course mark, and consequently a solution involving extensive programming was not worth the students’ while.

Not only did the personalized assignments encourage students to work independently, but the low-value and relative ease of the assignments discouraged them from plagiarism. The author believes that the right direction to combat plagiarism is to set assessments that:

1) are personalized
2) have low value
3) are easy to solve
4) are delivered frequently

The last three of these points were already noted and supported by Lang [14]. Low-value and easy-to-solve assignments encourage and motivate weak students. The high frequency of assignment delivery means that the topics covered in the week can be practised in an assignment in the following week. Weak students particularly appreciate this because they are quickly able to apply the concepts they learned and consolidate their understanding.

It is quite possible that a student can hire someone (i.e., a ghostwriter) to do their assignments. This is a case that can only be tackled by an in-house examination rather than a take-home assignment. Personalization of assignments only helps to mitigate blind copying of solutions from someone else.

C. Effectiveness

Personalized assignments work very well in a function evaluation scenario: evaluating the results of a function with a number of parameters. Each parameter could be randomly
chosen for each student. This scenario finds applicability in mathematics, science, and engineering.

Personalized assignments are costly if the marking is to be manual (e.g., marking critiques, essays, etc.).

VI. SUMMARY AND CONCLUSIONS

This paper addressed how personalized assessments could mitigate plagiarism, an issue that commonly plagues large classes.

Personalized assessment requires automation to be manageable: assignments need to be automatically generated and graded. The paper established that it is possible to construct a reasonably generic software framework to support such automation. The framework reported in the paper uses a service-oriented architecture to generate, distribute and grade assignments, and uses plugins to facilitate adding new assignments.

The system was tested in several large second- and third-year university classes. The evaluation results indicate that the students liked the system. Over 70% of the students agreed that personalized assignments encouraged them to work independently and reduce the incidents of plagiarism. The experience of using the system also indicates that the personalized assignments have fewer plagiarism incidents compared to traditional assignments. Personalized assignments had three incidents over seven assignments, while a traditional assignment had 28 incidents just for a single assignment. This suggests that employing personalized assignments is a promising approach to mitigate plagiarism.

While personalized assessments cannot be cost-effective in some large courses (e.g., language courses) where personalization may require manual processes, they can still be quite effective in some other large courses in areas such as mathematics, engineering, science, and computing. A lot of thought and effort is needed to form good personalized assignments that meet the learning outcomes of a course. However, once created, these assignments can be used for a long time.
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